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Abstract—Previous work has demonstrated that property-based testing can successfully be applied to web services. For example, it has been shown that JSON schemas can be used to automatically derive test-case generators for web forms. This paper presents a test-case generation approach for web services that takes business rule models as input for property-based testing. We parse these models to automatically derive generators for sequences of web service requests together with their required form data. Most of the work in this field applies property-based testing in the context of functional programming. Here, we define our properties in an object-oriented style in C# and its tool FsCheck. We apply our method to the business rule models of an industrial web service application in the automotive domain.

I. INTRODUCTION

Property-based testing (PBT) is a testing technique that tries to falsify a given property by generating random input data and verifying the expected behaviour [1]. Properties can range from simple algebraic equations to complex state machine models. Like in all model-based testing techniques the properties serve as a source for test-case generation as well as test oracles. It is a well-known testing practice in functional programming, but nowadays we see a growth of applications outside its traditional domain. Examples include the automated testing of automotive software [2] and web-services [3]. In this work we will focus on the latter.

Many web services store configuration settings in XML files. Some web services also store work flow details and user access rules in XML business rule models [4], [5]. These XML definitions can be seen as an abstract specification of the service behaviour, which can be used to verify whether the service complies to this specified behaviour [6]. We present an automated approach that uses these business rule models to derive FsCheck1 models and generators that are applied to generate command sequences with random input data. FsCheck is a PBT tool for .Net, which supports constraints for the data. However, they show how additional constraints can be added manually. In contrast to our work they also do not use state machines to test the service behaviour. They only test if the web service result is valid and if no error occurred.

A similar approach was presented by Li et al. [9]. They also show how WSDL can be used to automatically derive generators, but the focus of their work is primarily on evolving web services. Their approach makes it easy to adapt the test environment to a new version of a web service. This is achieved by automatically generating refactoring scripts for the evolving test code. The difference to our work is that their models have to be made manually by the user and that their

1https://fscheck.github.io/FsCheck
focus lies only on evolving web services.

Frelund et al. [10] present a library called Jsongen, which can generate JSON data to test web services. Many web services communicate via JSON because it is a convenient language to encode data. It is similar to XML, but more compact and more readable. Their library uses JSON schemas with the structure of the data, data types and data constraints to automatically create QuickCheck generators. They use these QuickCheck generators to generate input data that fulfills the requirements of a web service call. They apply their library to test a small service, where users can post questions and answers.

Benac Earle et al. [11] extend this library so that the JSON schema also includes an abstract specification of the service behaviour. This specification is in the form of a finite state machine (FSM). In the previous work the FSM definition had to be made separately to the JSON schema for the web service data. In this work they show how it can be encoded in the JSON schema. Their FSM is defined with hyper links, which represent the events of the FSM and the states can be chosen dynamically. In contrast to our work the JSON schema for the service has to be made manually and it cannot be used from the service components directly. Furthermore, their approach was only evaluated with a small test web service, where users can post questions and answers.

The most similar work to ours was presented by Francisco et al. [12]. They show a framework that automatically derives QuickCheck models from a WSDL description and OCL semantic constraints. They show how the models can be applied to automatically test both stateless and stateful web services with generated input data. The WSDL description contains information about the required data, the data structure, data types and the possible operations. The OCL constraints define pre- and postconditions for the operations and can be used to describe a state machine for the service behaviour. The used service description is very similar to our business rule models, but their generators consider only data types, while we also support constraints for the data, like a minimum value for an integer. Another difference is that the OCL semantic constraints are added manually. Our business rule models were already part of the web service architecture.

To the best of our knowledge, we could not find any other work that uses inherent web service components respectively business rule models to automatically derive PBT models. Although there are some similar publications that show how PBT models can be used for web services, they mostly rely on a manual specification of a model separate to the web service implementation. In contrast to this, our approach can be directly applied to a service component, which is also used directly on the server-side to verify if a command is permitted in the current state and if the attributes are fitting to the model. Furthermore, the other approaches were all implemented with functional programming languages. Our approach uses C# to define the properties in an object-oriented way.
Consequently, the contribution of our work can be summarised as follows. The main contribution is a new approach that uses XML business rule models in the form of EFSMs as input for PBT. Another contribution is the application and evaluation of our approach in an industrial case study. Furthermore, our work seems to be one of the first publications about FsCheck and its C# version.

The rest of the paper is structured as follows. First, Section II will explain the basics of PBT, FsCheck and business rule models. Next, in Section III we show a small example of model-based testing with FsCheck. Then, in Section IV we describe details about the structure and implementation of our approach. Section V shows an industrial case study where our approach was applied to a real world application. Finally, the work is concluded in Section VI.

II. BACKGROUND

A. Property-based Testing

Property-based testing (PBT) is an online testing technique. In contrast to off-line testing, tests are not first stored and then executed, but directly executed while they are generated. Properties are expressed as functions, which contain code that should be tested. When the function runs through without exception, then the property passed, otherwise a counter example is returned. The simplest properties are functions with a Boolean return value that should be true, when the function runs as expected. The functions should work for any input values, hence a high number of random inputs are generated for the parameters. Another important aspect of PBT is shrinking, which is used to find a similar simpler counterexample, when a property fails. In order to shrink a counterexample, a PBT tool searches smaller failing counterexamples. The search method can be specified individually for different data types [13], [14], [15].

A simple example of an algebraic property is that the reverse of the reverse of a list must equal the original list:

\[ \forall xs \in Lists[T] : reverse(reverse(xs)) = xs \]

A PBT tool will generate a series of random lists \( xs \), execute the reverse function and evaluate the property.

PBT can also be applied for models in the form of extended finite state machines (EFSMs) [16]. An EFSM can formally be described as a 6-tuple \((S, s_0, V, I, O, T)\):

- \( S \) is a finite set of states,
- \( s_0 \in S \) is an initial state,
- \( V \) is a finite set of variables,
- \( I \) is a finite set of inputs,
- \( O \) is a finite set of outputs,
- \( T \) is a finite set of transitions, \( t \in T \) can be described as a 5-tuple \((s_i, i, g, op, s_t)\),
- \( s_i \) is the source state,
- \( i \) is an input,
- \( g \) is a guard,
- \( op \) is a sequence of output and assignment operations,
- \( s_t \) is the target state [16].

In order to use such an EFSM for PBT the permitted transition sequences have to be defined with preconditions and also the effect of each transition has to be defined with the postconditions. Preconditions, postconditions and the execution semantics of transition are encapsulated in so-called commands \( Cmds \). The property of an EFSM is that for each permitted path on the model, the postcondition of each transition respectively command of the path must hold. In order to verify this property a PBT tool produces random transition sequences and checks the postconditions after each transition. Formally a property for an EFSM can be defined as follows.

\[ \forall s \in S, i \in I, cmd \in Cmds : \]
\[ cmd.pre(i, s) \implies cmd.post(cmd.runActual(i, s), cmd.runModel(i, s)) \]

\[ cmd.runActual : S \times I \rightarrow S \times O \]
\[ cmd.runModel : S \times I \rightarrow S \times O \]

The Boolean function \( cmd.pre \) is the precondition. It defines the valid inputs and states of a command. The post condition \( cmd.post \) relates the new states and the outputs of the SUT and the model after the execution of the command on both the SUT \( cmd.runActual \) and the model \( cmd.runModel \).

PBT constitutes a flexible and scalable model-based testing technique because it is random testing and it has been shown that it generates a large number of tests in reasonable time [17].

The first PBT tool was QuickCheck [1] for Haskell. There are many other tools that are based on QuickCheck, for example, ScalaCheck\(^2\) or Hypothesis\(^3\) for Python. For our approach we work with FsCheck.

B. FsCheck

FsCheck is a PBT tool for .NET based on QuickCheck and influenced by Scalacheck. Like Scalacheck it extends the basic QuickCheck functionality with support for state-based models. A small limitation of the current version is that it does not consider preconditions when shrinking command sequences. However, this feature is included in an experimental release. With FsCheck, properties can be defined both in a functional programming style with F# and object-oriented with C#. Similar to QuickCheck it has default generators for basic data types and more complex ones can be defined via composition. It has an Arbitrary instance that groups together a shrinker and a generator for a custom data type. This makes it possible to use variables of this data type as input for properties. New Arbitrary instances can be dynamically registered at run time and then the new data type can be directly used for the input data generation.

\(^2\)https://www.scalacheck.org
\(^3\)https://pypi.python.org/pypi/hypothesis
Even work flow details information that can be encoded in the rules. For example, functionality [18], [19], [20]. Most of them only differ by the applications in general that provide business rule management used to store, load and easily modify the rules. There are many combined with business rule management systems that can be deployed of an application. Business rule engines are used the different modifications in the form of rules for different customer. A business rule engine is a good way to apply these modifications to the source code, because it on the customer or on the country of deployment. It is infeasible to apply these modifications to the source code, because it would require the development of different versions for each customer. A business rule engine is a good way to apply the different modifications in the form of rules for different deployments of an application. Business rule engines are used to integrate these rules in the business logic. They are often combined with business rule management systems that can be used to store, load and easily modify the rules. There are many frameworks, architectures or systems for web services and applications in general that provide business rule management functionality [18], [19], [20]. Most of them only differ by the information that can be encoded in the rules. For example, business rule engines can store constraints, conditions, actions and other business process semantics. Even work flow details can be included, although there is a separate technology for this, called work flow engine [21], [22]. The web service application of our case study has a custom development of a rule management system. This custom implementation was made, because there were not many existing approaches at the time, when the application was developed. Our business rule models are similar to many other rule definitions, like for example the business process execution language (BPEL) [23].

Our rule engine models can be seen as EFSMs. Listing 1 shows a simplified version of the XML file of one rule engine model that was used as basis for the example in Section III. It can be seen that these models are structured as follows. The main components are:

- attribute definitions with data types and constraints, which represent the variables of the EFSM (Lines 3 to 15)
- tasks, which represent transitions with enabled and required attributes and required user roles and possible next states (Lines 17 to 34)
- states with possible tasks (Lines 35 to 43)

Optionally the models can also include:

- scripts, which can be executed on certain events
- queries for the selections of specific objects
- reports for a good overview of the entered objects

Each of the business rule models describes one object of our application. The objects are stored in a data base and a list of them can be selected by a query, which make a search for objects with specific attributes. The application has a number of modules, which include multiple objects that are used in composition. A task represents (1) opening a page with many form fields respectively attributes, (2) entering form data in these fields and (3) submitting the form.

Ideally, all customer dependent business logic should be encoded in the business rule models. Testing these models would only test the interpreter. In practice the programmers often manipulate the source code to integrate new features and during the evolution the source code deviates from the model. Hence, it makes sense to verify if the SUT still conforms to the model. We perform this verification in the postconditions of commands, which serve as test oracle, and check if the state of the model matches the state of the SUT. Furthermore, these automatic tests are a good basis for further load and stress testing.

### III. Example of Model-based Testing with FsCheck

In this section we want to show how FsCheck can be applied for model-based testing. A simple example taken from our industrial case study shall serve to demonstrate how the necessary interface implementations have to be realised.

#### A. FsCheck Modelling

In order to use FsCheck for model-based testing, we need a specification class that implements an ICommandGenerator interface and contains the following elements:

- SUT definition (which is called Actual by FsCheck)
### Listing 2. FsCheck Specification for the Incident Example

```csharp
public class Spec : ICommandGenerator<SUT, Model>
{
    public SUT InitialActual() { return new SUT(); }
    public Model InitialModel() { return new Model(); }
    public Gen<Command<SUT, Model>> Next(Model m)
    {
        return Gen.Elements(new IncidentCreateTask(),
                         new IncidentEditTask(),
                         new IncidentCloseTask());
    }
}

private class IncidentCloseTask : BaseCommand
{
    public override bool Pre(Model m)
    { return m.State == "Submitted"; }
    public override Property Post(SUT s, Model m)
    { return (s.State == m.State).ToProperty(); }
    public override SUT RunActual(SUT s)
    { s.IncidentCloseTask(); return s; }
    public override Model RunModel(Model m)
    { m.IncidentCloseTask(); return m; }
    public override string ToString()
    { return "IncidentCloseTask"; }
}
```

- Model definition
- Initial state of the SUT and the model
- Generator for the next Command given the current state of the model
- Commands combining preconditions, postconditions and the transition execution semantics of the SUT and the model

Listing 2 shows an example of a specification for FsCheck. The specification in this example implements an ICommandGenerator interface, which takes the model and the SUT as generic type parameter. The class of the SUT basically is a wrapper, that provides methods for the execution of all tasks and a method to retrieve the current state of one incident object of the SUT. An incident object is an element of the application domain. For example, it could be a bug report. It has a number of attributes (form data), which are stored in the data base. In this example we assume that the attributes are set statically in the wrapper class of the SUT. In Section IV we will see, how form data can be generated automatically for these attributes.

The state machine in Figure 2 represents the states and tasks of one incident object. To simplify the discussion, we assume that the state machine only represents a currently opened incident object. Generally, in an object-oriented system comprising several objects, we would need functionality to switch between objects. Hence, in a more realistic model, an additional select transition should be added, which can open other (incident) objects in all states.

In this example an IncidentCreateTask is possible globally in all states. It creates and opens a new incident object, which can be edited and closed with the corresponding tasks.

The initial states of the model and SUT are set via calling their constructor methods (Lines 3 and 4). The generator for the next state selects one element of a command array randomly, which can be accomplished with a default elements generator from FsCheck (Lines 6 to 11).

For this standard approach all command classes need to be defined manually (Lines 13 to 29). The classes need to define how the transitions should be executed on the model and SUT and what postcondition should hold after the execution. Moreover, a ToString() method can be used to display various information of the command and optionally a precondition can be defined, which has to hold so that the transition is allowed. The classes for the IncidentCreateTask and the IncidentEditTask are similar to the IncidentCloseTask and therefore omitted in Listing 2.

For a large model with many transitions it is not practical that all commands have a separate class. Therefore, it makes sense to make this definition in a more generic way for all possible transitions and to automate the process as far as possible.

### B. FsCheck Command Generation and Execution

FsCheck takes a specification as shown in Listing 2 and generates commands that consider the preconditions and start at the initial state. A single test case is a sequence of commands, but the command generator can also create trivial sequences with zero or one command. After a command is generated it is directly executed on the SUT. Hence, FsCheck performs online testing.

In order to start testing, we have to make a property from the specification. This can be done with the ToProperty() method, which is provided by FsCheck. The property can then for example be tested by calling the QuickCheck() method or also with the help of unit testing frameworks.

```csharp
new Spec().ToProperty().QuickCheck();
```

Per default 100 test cases will be generated and executed, but this number can be configured. Listing 3 shows two example sequences that were produced by FsCheck for the incident specification. It can be seen that the sequences have quite different lengths, because FsCheck generates them randomly with a variety of lengths. Moreover, FsCheck classifies the sequences according to their lengths, which can be seen in the last line of the listing. These classifications can be helpful to find out that a certain generator only considers trivial cases.
In this section we show how our approach makes it possible to use rule engine models to automatically derive FsCheck specifications, which are used to generate test cases.

As already explained in Section I we parse the business rule models from XML files and create an EFSM. This task is done by a parser that we have implemented for our custom business rule models. The result is a parsed model represented as an object structure, i.e. an abstract syntax tree. The class diagram for this object structure is presented in Figure 3. It can be seen that the model consists of an attribute dictionary, an initial state, a current state, a list of states and a dictionary of transitions. The transitions are represented by a separate class, that contains hash sets for the possible source and target states, a name and a flag, which indicates that the state should not change after this transition. Furthermore, the class includes a dictionary for the required attributes. The attributes represent the form data of a web-service operation. All attributes have a common base class, which has fields like name and data type. The derived classes for specific data types extend this base class by adding possible constraints and a custom generator for the data type that respects these constraints. For example, an integer attribute class can have constraints for the minimum and maximum value and the generator chooses a number between these boundaries or an arbitrary number if no constraints are given.

We have implemented attribute classes for simple data types, like enumerations, doubles, dates and times, but we also support more complex data types.

- **Object attributes:** an object attribute can group together multiple attributes in a struct or in a list. The generator for this type recursively calls the generators of included types, which can be object attributes again.
- **Attachment attributes:** some tasks require files of certain file types. The generator for this attribute chooses one of the possible file types and generates a random name with this type. The generation of the actual file is added to a wrapper class of the SUT, because the file should also be deleted after the test execution.

The object representation of the model is also used for the interface specifications for FsCheck. For example, preconditions for the restriction of the transitions are automatically created by the model class. The generator for the next command also includes information of the model to generate commands with possible next states and attribute data. Listing 4 shows how attribute data can be generated. First a list of generators is created by iterating over the required attributes and adding the generators to the list (Lines 2 to 5). This list is then given to a sequence generator as input, which creates an array of values for all the generators in the list. In order to store them in a dictionary, we use the select function of the generator (Line 6). This function takes an anonymous function, which takes the values as input and returns an object that should be created by the generator. In our case the returned object is a dictionary with attribute names as keys and the data as values (Lines 7 to 13).

This attribute data generation is required for the command generation, which is shown in Listing 5. It can be seen that an array of possible transitions is created in the model class, which considers the preconditions for this creation (Line 2). An element generator is used to choose one of these transitions and with the selectMany function we process the chosen transition (Line 3).

The selectMany function is similar to the select function. It can be applied to a generator and requires an anonymous function as argument. This anonymous function takes a value of the generator as input and has to return a new generator. Therefore, selectMany makes it possible to nest generators and also to pass the generated value to the inside generator.

If the chosen transition can lead to multiple next states, then we also choose a next state with an element generator (Line 5). Otherwise, it is possible that the transition should keep the current state (Lines 10 to 12). In both cases we apply the attribute data generator, which was shown in Listing 4 (Lines 6 and 13). With the generated data we create a DynamicCommand object, which takes the transition, the model, the attribute data and the next state as arguments for the constructor. In order to fulfill the interface requirements for FsCheck, we have to cast this object to its base class before we can return it for the generator (Lines 7 and 14).

The DynamicCommand class is shown in Listing 6. This class can handle the execution of all transitions of the parsed model, because the definition is made in a generic way, which works for all transitions. It can be seen that the class has the transition, the model, attribute data and the next
**Fig. 3. Class Diagram for a Parsed Model**

```csharp
// Listing 4. Attribute Data Generator for Automatically Filling Web Service Forms with Data

public Gen<Dictionary<string, object>> generateData(Attribute[] attributes) {
    List<Gen<object>> genList = new List<Gen<object>>();
    foreach (Attribute a in attributes) {
        genList.Add(a.Generator());
    }
    return Gen.Sequence(genList.ToArray()).Select(values => {
        var attributeData = new Dictionary<string, object>();
        int i = 0;
        foreach (object value in values) {
            string name = attributes[i++].Name;
            attributeData.Add(name, value);
        }
        return attributeData;
    });
}
```

```csharp
// Listing 5. Next State Generator for Automatically Generating Web-Service Requests

public Gen<Command<SUT, ParsedModel>> Next(ParsedModel m) {
    Transition[] options = m.getPossibleTransitions();
    return Gen.Elements(options).SelectMany(t => {
        if (t.hasMoreNextStates()) {
            return Gen.Elements(t.To.ToArray()).SelectMany(nextState =>
                generateData(t.RequiredAttributes.Values.ToArray()).Select(data =>
                    (Command<SUT, ParsedModel>) new DynamicCommand(t, m, data, nextState)));
        } else {
            string nextState = null;
            if (t.StayInState) {
                nextState = m.State;
            }
            return generateData(t.RequiredAttributes.Values.ToArray()).Select(data =>
                (Command<SUT, ParsedModel>) new DynamicCommand(t, m, data, nextState));
        }
    });
}
```
state as member variables and constructor arguments. They are required for the execution of the transition. Running a transition on the model is done with a function of the model class (Line 17). The execution on the SUT, which is done in RunActual, calls the wrapper class of the SUT (Line 21). This wrapper class uses reflections to call the actual methods on the SUT and it also sets the attribute data. In the postcondition we check if the state of the model is equal to the state of the SUT.

A nice feature, which is also supported by FsCheck is command generation with different frequencies. This feature makes it possible to test certain problematic tasks more frequently and also to simulate user behaviour. Normally commands are generated randomly with a uniform distribution, but we added the possibility to generate commands according to certain probability distributions, which can be specified by the probability mass function respectively weights for the transitions. Listing 7 shows how this can be done. We just create a WeightAndValue object for each transition, which takes a weight and a generator as parameter. In this case the weight is a member variable of the transition and we use a constant generator, which simply generates a transition object. With the FsCheck generator Gen.Frequency one transitions is selected according to the weights. The remaining part of the command generation is the same as in Listing 5 and was therefore omitted.

```
public class DynamicCommand : Command<SUT, ParsedModel>
    {
        Transition t;
        ParsedModel m;
        Dictionary<string, object> attributeData;
        string nextState = null;

        public DynamicCommand(Transition t, ParsedModel m,
            Dictionary<string, object> data, string nextState)
        {
            t = t;
            m = m;
            nextState = nextState;
            attributeData = data;
        }

        public override ParsedModel RunModel(ParsedModel m)
        {
            m.makeTransition(t.Name, nextState);
            return m;
        }

        public override SUT RunActual(SUT s)
        {
            s.DefaultTask(m, t, attributeData, nextState);
            return s;
        }

        public override Property Post(SUT s, ParsedModel m)
        {
            return (s.State == m.State).ToProperty();
        }

        public override string ToString()
        {
            return t.Name;
        }
    }
```

Listing 6. Generic Command Definition

```
var wv = new List<WeightAndValue<Gen<Transition>>>();
foreach (Transition t in m.getPossibleTransitions())
    wv.Add(new WeightAndValue<Gen<Transition>>(
        t.Weight, Gen.Constant(t)));
return Gen.Frequency(wv).SelectMany(t => ...)
```

Listing 7. Command Generation with Frequencies

V. INDUSTRIAL CASE STUDY

Our approach was developed for a web service application which was provided by our industrial partner AVL. This application has a client-server architecture. It originates from the automotive domain and is called Testfactory Management Suite (TFMS)\(^6\).

This system makes it possible to manage test field data, activities, resources, information and work flows. The test fields can, for example, test power trains and engines of cars. A variety of activities can be realised with the system, like test definition, planning, preparation, execution, data management and analysis. The system is a composition of many modules. Each of them provides different functionalities, like the management of test equipment and test standards.

Our case study was primarily applied to one module of the TFMS, which is called the Test Order Manager. This module controls individual work steps and preparations for test orders. A test order is a composition of multiple steps that are necessary for an automotive test sequence at a test field. We also tested other small modules like the Incident Manager, which was shown in the example of Section III, but the major part was the Test Order Manager. A state machine of a test order is shown in Figure 4. The figure displays only states and transitions, because there are too many attributes to show them. It can be seen that the model contains a number of states for the work-flow respectively life cycle of a test order. The number of possible transitions between these states is high. Therefore, our automated approach makes sense, because otherwise the test of all these transitions would be impractical, especially, since the transitions are not simple actions in this case study. Each transition represents the opening of a page, entering data for form fields and saving the page. One example page of an AdminEdit task can be seen in Figure 5. This page is part of the graphical user interface of a client application that connects to web services on a server. It contains a number of form fields and tables that require generated data. For the case study AVL provided us a test framework that performs the communication with the web services on the server. This framework offers functions for executing tasks and for retrieving data, like the state of a domain object. This state is compared in the postcondition to the state of the SUT.

The case study revealed the following problems and bugs:

- There was a bug in the original testing framework that was provided by our industrial partner. The expected state after a task execution was sometimes wrong, because in some cases an old version of the object was used by the testing framework.
- Another issue we detected concerns our test-case generation method. In some rare cases the business models do not contain enough information. For example, there were reference attributes that could not be changed to a different subtype after an object was created. The query for these attributes needed an additional restriction for

\(^6\)https://www.avl.com
\(^7\)https://www.avl.com/-/avl-testfactory-management-suite-tfms
the subtype. This information was correctly implemented in the code, but is missing in the rule engine. Hence, the tool reported a bug that in fact was not. It is rather a limitation of the approach of relying on the business rule models as primary source for the test case generation.

The following bugs were found in hidden tasks that were not enabled in the user interface. These tasks remained in the business rule models and they would cause problems when they were enabled again. Therefore we also tested them.

- There were tasks that first resulted in an exception, which stated that certain attributes are missing. However, when the attributes were set, it resulted in an exception that said that the attributes are not enabled.

- There was a problem with a task that had a next state in the model, which was not permitted by the SUT. Furthermore, the error message of the SUT was wrong in this case. It should list possible next states. However, the list did not contain states, but tasks.

VI. CONCLUSION

We have developed an automatic test case generation approach for business rule models in the form of EFSMs. The approach is based on property-based testing and written in C# with the tool FsCheck.

First, we showed how model-based testing can be implemented with FsCheck by a manual specification with a small example. Then we discussed how our approach works in detail. It takes XML files with the business rule models as input and converts them into an object representation that is used for FsCheck specifications and as model. FsCheck can automatically derive command sequences from a specification and it executes them directly on the SUT. Our approach also includes attribute data generation for simple and complex data types like objects, references or files. The attributes support a variety of constraints, which are also encoded in the XML business rule models.

We evaluated our approach in an industrial case study, which was applied to a web service application from AVL, a testfactory management suite. This case study revealed four issues that needed to be fixed. Two of them concern the testing framework, two the system-under-test. This demonstrates that the approach is effective in finding bugs. The fact that not all bugs are due to the system-under-test is well-known in the area of automated testing.

One may wonder about the missing redundancy when generating the test models from the business rules. When a rule engine would be implemented optimally, then our approach would only test the interpreter of the business rule models.
However, in practice the programmers often change the source code without considering the rules. Hence, it makes sense to verify that the SUT still conforms to the model. Especially for custom rule engine implementations and evolving applications it is important to test this conformance. Therefore, we have developed an automated approach that verifies this conformance efficiently.

In future, we plan to apply these test cases in load testing, where the question of redundancy is irrelevant.
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